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Foreword

When the first edition of The J2EE™ Tutorial was released, the Java™ 2 Plat-
form, Enterprise Edition (J2EE) was the new kid on the block. Modeled after its
forerunner, the Java 2 Platform, Standard Edition (J2SE™), the J2EE platform
brought the benefits of “Write Once, Run Anywhere™” API compatibility to
enterprise application servers. Now at version 1.4 and with widespread conform-
ance in the application server marketplace, the J2EE platform has firmly estab-
lished its position as the standard for enterprise application servers.

The J2EE™ Tutorial, Second Edition covers the J2EE 1.4 platform and more. If
you have used the first edition of The J2EE™ Tutorial you may notice that the
second edition is triple the size. This reflects amajor expansion in the J2EE plat-
form and the availability of two upcoming J2EE technologies in the Sun Java
System Application Server Platform Edition 8.2, the software on which the tuto-
rial is based.

One of the most important additions to the J2EE 1.4 platform is substantial sup-
port for web services with the JAX-RPC 1.1 API, which enables web service
endpoints based on servlets and enterprise beans. The platform also contains
web services support APIs for handling XML data streams directly (SAAJ) and
for accessing web services registries (JAXR). In addition, the J2EE 1.4 platform
requires WS-1 Basic Profile 1.0. This means that in addition to platform indepen-
dence and compl ete web services support, the J2EE 1.4 platform offers web ser-
vices interoperability.

The J2EE 1.4 platform contains major enhancements to the Java servlet and Jav-
aServer Pages (JSP) technologies that are the foundation of the web tier. The
tutorial aso showcases two exciting new technologies, not required by the J2EE
1.4 platform, that simplify the task of building J2EE application user interfaces:
JavaServer Pages Standard Tag Library (JSTL) and JavaServer Faces. These new
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technologies are available in the Application Server. They will soon be featured
in new developer tools and are strong candidates for inclusion in the next version
of the J2EE platform.

Readers conversant with the core J2EE platform enterprise bean technology will
notice major upgrades with the addition of the previously mentioned web service
endpoints, aswell asatimer service, and enhancementsto EJB QL and message-
driven beans.

With al of these new features, | believe that you will find it well worth your time
and energy to take on the J2EE 1.4 platform. You can increase the scope of the
J2EE applications you develop, and your applications will run on the widest pos-
sible range of application server products.

To help you to learn all about the J2EE 1.4 platform, The J2EE™ Tutorial, Sec-
ond Edition follows the familiar Java Series tutorial model of concise descrip-
tions of the essentia features of each technology with code examples that you
can deploy and run on the Application Server. Read this tutorial and you will
become part of the next wave of J2EE application developers.

Jeff Jackson

Vice President, J2EE Platform and Application Servers
Sun Microsystems

Santa Clara, CA

December 7, 2005



About This Tutorial

T HE J2EE™ 1.4 Tutorial is a guide to developing enterprise applications for
the Java 2 Platform, Enterprise Edition (J2EE) version 1.4. Here we cover al the
things you need to know to make the best use of this tutorial.

Who Should Use This Tutorial

This tutorial is intended for programmers who are interested in developing and
deploying J2EE 1.4 applications on the Sun Java System Application Server
Platform Edition 8.2.

Prerequisites

Before proceeding with this tutorial you should have a good knowledge of the
Java programming language. A good way to get to that point is to work through
al the basic and some of the specialized trails in The Java™ Tutorial, Mary
Campione et a., (Addison-Wesley, 2000). In particular, you should be familiar
with relational database and security features described in the trails listed in
Table 1.

Table1l Prerequisite Trailsin The Java™ Tutorial

Trail URL
JDBC http://java.sun.com/docs/books/tutorial/jdbc
Security http://java.sun.com/docs/books/tutorial/securityl.2

XXXiii


http://java.sun.com/docs/books/tutorial/jdbc
http://java.sun.com/docs/books/tutorial/security1.2

XXXV

How to Read This Tutorial

The J2EE 1.4 platform is quite large, and thistutorial reflects this. However, you
don't have to digest everything in it at once.

This tutorial opens with three introductory chapters, which you should read
before proceeding to any specific technology area. Chapter 1 coversthe J2EE 1.4
platform architecture and APIs along with the Sun Java System Application
Server Platform Edition 8.2. Chapters 2 and 3 cover XML basics and getting
started with web applications.

When you have digested the basics, you can delve into one or more of the four
main technology areas listed next. Because there are dependencies between
some of the chapters, Figure 1 contains a roadmap for navigating through the
tutorial.

» TheJavaXML chapters cover the technol ogiesfor devel oping applications
that process XML documents and implement web services component.:
» TheJava APl for XML Processing (JAXP)
» TheJava APl for XML-based RPC (JAX-RPC)
» SOAP with Attachments API for Java (SAAJ)
» TheJava APl for XML Registries (JAXR)
» The web-tier technology chapters cover the components used in develop-
ing the presentation layer of a J2EE or stand-alone web application:
» Java Serviet
» JavaServer Pages (JSP)
» JavaServer Pages Standard Tag Library (JSTL)
» JavaServer Faces
» web application internationalization and localization
» The Enterprise JavaBeans (EJB) technology chapters cover the compo-
nents used in developing the business logic of a J2EE application:
* Session beans
» Entity beans
» Message-driven beans



» Enterprise JavaBeans Query Language

» The platform services chapters cover the system services used by al the

J2EE component technologies:
» Transactions

» Resource connections

e Security

» JavaMessage Service

Overview (1)

e

Eniarprlss Transactions (30)

Beans (23-29)

Getting Started with Understanding
Web Applications (3) XML (2)

Resource
Bullding Web Connections (31)
Services with JAXP (4-7)
JAX-RPC (8

P A—
Security (32)

Y
Servlets (11)

v ___
JSP (12-16)

G

JSF (17-21)

— Coffee Break
118n and Case Study (35)

L10n (22)

¥ _
Duke’s Bank
Case Study (36)

Figurel Roadmap to This Tutorial

SAAJ (9) ’ JAXR (10)' PR S—
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After you have become familiar with some of the technology areas, you are
ready to tackle the case studies, which tie together several of the technologies
discussed in the tutorial. The Coffee Break Application (Chapter 35) describes
an application that uses the web application and web services APIs. The Duke's
Bank Application (Chapter 36) describes an application that employs web appli-
cation technologies and enterprise beans.

Finally, the appendixes contain auxiliary information helpful to the J2EE appli-
cation developer aong with a brief summary of the J2EE Connector architec-
ture:

» Javaencoding schemes (Appendix A)
XML Standards (Appendix B)
HTTP overview (Appendix C)
J2EE Connector architecture (Appendix D)

About the Examples

This section tells you everything you need to know to install, build, and run the
examples.

Required Software

Tutorial Bundle

The tutorial example source is contained in the tutorial bundle. If you are view-
ing this online, you need to download tutorial bundle from:

http://java.sun.com/j2ee/1.4/download.html#tutorial

After you have installed the tutorial bundle, the example source code is in the
<INSTALL>/j2eetutoriall4/examples/ directory, with subdirectories for each
of the technol ogies discussed in the tutorial.

Application Server

The Sun Java System Application Server Platform Edition 8.2 is targeted as the
build and runtime environment for the tutorial examples. To build, deploy, and


http://java.sun.com/j2ee/1.4/download.html#tutorial

run the examples, you need a copy of the Application Server and the Java 2 Soft-
ware Development Kit, Standard Edition (J2SE SDK) 1.4.2_06 or higher. If you
aready have a copy of the J2SE SDK, you can download the Application Server
from:

http://java.sun.com/j2ee/1.4/downTload.html#sdk

You can also download the J2EE 1.4 SDK—which contains the Application
Server and the 2SE SDK—from the same site.

Application Server Installation Tips
In the Admin configuration pane of the Application Server installer,

« Select the Don't Prompt for Admin User Nameradio button. Thiswill save
the user name and password so that you won't need to provide them when
performing administrative operations with asadmin and deploytool. You
will till haveto providethe user name and passwordtologintothe Admin
Console.

* Notethe HTTP port at which the server isinstalled. Thistutorial assumes
that you are accepting the default port of 8080. If 8080 is in use during
installation and the installer chooses another port or if you decide to
change it yourself, you will need to update the common build properties
file (described in the next section) and the configuration files for some of
the tutorial examples to reflect the correct port.

In the Installation Options pane, check the Add Bin Directory to PATH checkbox
so that Application Server scripts (asadmin, asant, deploytool, and wscom-
pile) override other installations.

Registry Server

You need aregistry server to run the examples discussed in Chapters 10 and 35.
Directions for obtaining and setting up a registry server are provided in those
chapters.

Building the Examples

Most of the tutorial examples are distributed with a configuration file for asant,
a portable build tool contained in the Application Server. This tool is an exten-
sion of the Ant tool developed by the Apache Software Foundation
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(http://ant.apache.org). The asant utility contains additional tasks that
invoke the Application Server administration utility asadmin. Directions for
building the examples are provided in each chapter.

Build properties and targets common to all the examples are specified in thefiles
<INSTALL>/j2eetutoriall4/examples/common/build.properties and
<INSTALL>/j2eetutoriall4/examples/common/targets.xml. Build proper-
ties and targets common to a particular technology are specified in the files
<INSTALL>/j2eetutoriall4/examples/tech/common/build.properties

and <INSTALL>/j2eetutoriall4/examples/tech/common/targets.xml.

To run the asant scripts, you must set common build properties in the file
<INSTALL>/j2eetutoriall4/examples/common/build.properties as fol-
lows:

» Set the j2ee.home property to the location of your Application Server
installation. The build process usesthe j2ee. home property to include the
librariesin <J2EE_HOME>/1ib/ in the classpath. All examplesthat run on
the Application Server include the J2EE library archive—
<J2EE_HOME>/11ib/j2ee.jar—inthebuild classpath. Some examples use
additional libraries in <J2EE_HOME>/1ib/ and
<J2EE_HOME>/1ib/endorsed/; the required libraries are enumerated in
the individual technology chapters. <J2EE_HOME> refers to the directory
where you have installed the Application Server or the J2EE 1.4 SDK.

Note: On Windows, you must escape any backslashes in the j2ee.home property
with another backslash or use forward slashes as a path separator. So, if your Appli-
cation Server installationisC:\Sun\AppServer, you must set j2ee . home asfollows:
j2ee.home = C:\\Sun\\AppServer

or

j2ee.home=C:/Sun/AppServer

* Setthej2ee.tutorial.home property tothelocation of your tutorial. This
property is used for asant deployment and undeployment.

For example on Unix:

j2ee.tutorial.home=/home/username/j2eetutoriall4


http://ant.apache.org

On Windows:
j2ee.tutorial.home=C:/j2eetutorialls

You should not install the tutorial to alocation with spacesin the path.

 If you did not use the default value (admin) for the admin user, set the
admin.user property to the value you specified when you installed the
Application Server.

 If you did not use port 8080, set the domain. resources.port property to
the value specified when you installed the Application Server.

o Set the admin user's password in
<INSTALL>/j2eetutoriall4d/examples/common/admin-password.txt
to the value you specified when you installed the Application Server. The
format of thisfile is AS_ADMIN_PASSWORD=password. For example:

AS_ADMIN_PASSWORD=mypassword

Tutorial Example Directory Structure

To facilitate iterative development and keep application source separate from
compiled files, the source code for the tutorial examplesis stored in the follow-
ing structure under each application directory:

* build.xml: asant build file

* src: Javasource of servlets and JavaBeans components; tag libraries

* web: JSP pages and HTML pages, tag files, and images

The asant build files (build.xm1) distributed with the examples contain targets
to create abui1d subdirectory and to copy and compile filesinto that directory.

Further Information

This tutorial includes the basic information that you need to deploy applications
on and administer the Application Server.

For reference information on the tools distributed with the Application Server,
seetheman pagesat http://docs.sun.com/db/doc/817-6092.
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See the Sun Java™ System Application Server Platform Edition 8 Developer’s
Guide a http://docs.sun.com/db/doc/817-6087 for information about
devel oper features of the Application Server.

See the Sun Java™ System Application Server Platform Edition 8 Administra-
tion Guide at http://docs.sun.com/db/doc/817-6088 for information about
administering the Application Server.

For information about the Derby database, which is included with Application
Server 8.2, and the Pointbase database, which is included with Application
Server 8.1, see the following web sites:

e http://db.apache.org/derby

* http://www.pointbase.com

How to Buy This Tutorial

This tutorial has been published in the Java Series by Addison-Wesley as The
Java Tutorial, Second Edition. For information on the book and links to online
booksellers, goto

http://java.sun.com/docs/books/j2eetutorial/index.html#second

How to Print This Tutorial

To print this tutorial, follow these steps:
1. Ensure that Adobe Acrobat Reader isinstalled on your system.

2. Open the PDF version of this book.
3. Click the printer icon in Adobe Acrobat Reader.


http://docs.sun.com/db/doc/817-6088
http://db.apache.org/derby
http://www.pointbase.com
http://java.sun.com/docs/books/j2eetutorial/index.html#second
http://docs.sun.com/db/doc/817-6087
J2EETutorial.pdf
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Typographical Conventions

Table 2 lists the typographical conventions used in this tutorial.

Table2 Typographical Conventions

Font Style Uses

italic Emphasis, titles, first occurrence of terms

URLSs, code examples, file names, path names, tool names,
monospace application names, programming language keywords, tag,
interface, class, method, and field names, properties

italic monospace Variablesin code, file paths, and URLs

<italic monospace> User-sel ected file path components

Menu selections indicated with the right-arrow character —, for example,
First » Second, should be interpreted as: select the First menu, then choose Sec-
ond from the First submenu.
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Overview

TODAY, more and more developers want to write distributed transactional
applications for the enterprise and thereby leverage the speed, security, and reli-
ability of server-side technology. If you are aready working in this area, you
know that in the fast-moving and demanding world of e-commerce and informa-
tion technology, enterprise applications must be designed, built, and produced
for less money, with greater speed, and with fewer resources than ever before.

To reduce costs and fast-track application design and development, the Java™ 2
Platform, Enterprise Edition (J2EE™) provides a component-based approach to
the design, development, assembly, and deployment of enterprise applications.
The J2EE platform offers a multitiered distributed application model, reusable
components, a unified security model, flexible transaction control, and web ser-
vices support through integrated data interchange on Extensible Markup Lan-
guage (XML)-based open standards and protocols.

Not only can you deliver innovative business solutions to market faster than ever,
but also your platform-independent J2EE component-based solutions are not tied
to the products and application programming interfaces (APIs) of any one ven-
dor. Vendors and customers enjoy the freedom to choose the products and com-
ponents that best meet their business and technological requirements.

This tutorial uses examples to describe the features and functionalities available
in the J2EE platform version 1.4 for devel oping enterprise applications. Whether
you are a new or an experienced developer, you should find the examples and
accompanying text a valuable and accessible knowledge base for creating your
own solutions.



If you are new to J2EE enterprise application development, this chapter isagood
place to start. Here you will review development basics, learn about the J2EE
architecture and APIs, become acquainted with important terms and concepts,
and find out how to approach J2EE application programming, assembly, and
deployment.

Distributed Multitiered Applications

The J2EE platform uses a distributed multitiered application model for enter-
prise applications. Application logic is divided into components according to
function, and the various application components that make up a J2EE applica-
tion are installed on different machines depending on the tier in the multitiered
J2EE environment to which the application component belongs. Figure 1-1
shows two multitiered J2EE applications divided into the tiers described in the
following list. The J2EE application parts shown in Figure 1-1 are presented in
J2EE Components (page 3).

 Client-tier components run on the client machine.

» Web-tier components run on the J2EE server.

» Business-tier components run on the J2EE server.

» Enterprise information system (EIS)-tier software runs on the EIS server.

Although a J2EE application can consist of the three or four tiers shown in Fig-
ure 1-1, J2EE multitiered applications are generally considered to be three-
tiered applications because they are distributed over three locations: client
machines, the J2EE server machine, and the database or legacy machines at the
back end. Three-tiered applications that run in this way extend the standard two-
tiered client and server model by placing a multithreaded application server
between the client application and back-end storage.



DISTRIBUTED MULTITIERED APPLICATIONS
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Figurel-1 Multitiered Applications

J2EE Components

J2EE applications are made up of components. A J2EE component is a self-con-
tained functional software unit that is assembled into a J2EE application with its
related classes and files and that communicates with other components. The
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Client
Machine

J2EE
Server
Machine

Database
Server
Machine

J2EE specification defines the following J2EE components:

» Application clients and applets are components that run on the client.
» Java Servlet and JavaServer Pages™ (JSP™) technology components are

web components that run on the server.

» Enterprise JavaBeans™ (EJB™) components (enterprise beans) are busi-

ness components that run on the server.

J2EE components are written in the Java programming language and are com-
piled in the same way as any program in the language. The difference between
J2EE components and “standard” Java classes is that J2EE components are
assembled into a J2EE application, are verified to be well formed and in compli-
ance with the J2EE specification, and are deployed to production, where they are
run and managed by the J2EE server.



J2EE Clients

A J2EE client can be aweb client or an application client.

Web Clients

A web client consists of two parts: (1) dynamic web pages containing various
types of markup language (HTML, XML, and so on), which are generated by
web components running in the web tier, and (2) a web browser, which renders
the pages received from the server.

A web client is sometimes called a thin client. Thin clients usually do not query
databases, execute complex business rules, or connect to legacy applications.
When you use athin client, such heavyweight operations are off-loaded to enter-
prise beans executing on the J2EE server, where they can leverage the security,
speed, services, and reliability of J2EE server-side technologies.

Applets

A web page received from the web tier can include an embedded applet. An
applet is a small client application written in the Java programming language
that executes in the Java virtual machine installed in the web browser. However,
client systemswill likely need the Java Plug-in and possibly a security policy file
in order for the applet to successfully execute in the web browser.

Web components are the preferred APl for creating a web client program
because no plug-ins or security policy files are needed on the client systems.
Also, web components enable cleaner and more modular application design
because they provide a way to separate applications programming from web
page design. Personnel involved in web page design thus do not need to under-
stand Java programming language syntax to do their jobs.

Application Clients

An application client runs on a client machine and provides a way for users to
handle tasks that require aricher user interface than can be provided by amarkup
language. It typically has a graphical user interface (GUI) created from the
Swing or the Abstract Window Toolkit (AWT) API, but a command-line inter-
faceis certainly possible.
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Application clients directly access enterprise beans running in the business tier.
However, if application requirements warrant it, an application client can open
an HTTP connection to establish communication with a servlet running in the
web tier.

The JavaBeans™ Component Architecture

The server and client tiers might also include components based on the Java-
Beans component architecture (JavaBeans components) to manage the data flow
between an application client or applet and components running on the J2EE
server, or between server components and a database. JavaBeans components are
not considered J2EE components by the J2EE specification.

JavaBeans components have properties and have get and set methods for
accessing the properties. JavaBeans components used in this way are typically
simple in design and implementation but should conform to the naming and
design conventions outlined in the JavaBeans component architecture.

J2EE Server Communications

Figure 1-2 shows the various elements that can make up the client tier. The cli-
ent communicates with the business tier running on the J2EE server either
directly or, asin the case of aclient running in a browser, by going through JSP
pages or servlets running in the web tier.

Your J2EE application uses a thin browser-based client or thick application cli-
ent. In deciding which one to use, you should be aware of the trade-offs between
keeping functionality on the client and close to the user (thick client) and off-
loading as much functionality as possible to the server (thin client). The more
functionality you off-load to the server, the easier it is to distribute, deploy, and
manage the application; however, keeping more functionality on the client can
make for a better perceived user experience.
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Figure1-2 Server Communications

Web Components

J2EE web components are either servlets or pages created using JSP technology
(JSP pages). Serviets are Java programming language classes that dynamically
process requests and construct responses. JSP pages are text-based documents
that execute as servlets but allow a more natural approach to creating static con-
tent.

Static HTML pages and applets are bundled with web components during appli-
cation assembly but are not considered web components by the J2EE specifica
tion. Server-side utility classes can also be bundled with web components and,
like HTML pages, are not considered web components.

As shown in Figure 1-3, the web tier, like the client tier, might include a Java-
Beans component to manage the user input and send that input to enterprise
beans running in the business tier for processing.

Business Components

Business code, which islogic that solves or meets the needs of a particular busi-
ness domain such as banking, retail, or finance, is handled by enterprise beans
running in the business tier. Figure 1-4 shows how an enterprise bean receives
data from client programs, processes it (if necessary), and sends it to the enter-
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prise information system tier for storage. An enterprise bean also retrieves data
from storage, processesit (if necessary), and sendsit back to the client program.
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Figure 1-3 Web Tier and J2EE Applications
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There are three kinds of enterprise beans. session beans, entity beans, and mes-
sage-driven beans. A session bean represents a transient conversation with acli-
ent. When the client finishes executing, the session bean and its dataare gone. In
contrast, an entity bean represents persistent data stored in one row of a database
table. If the client terminates or if the server shuts down, the underlying services
ensure that the entity bean datais saved. A message-driven bean combines fea-



tures of a session bean and a Java Message Service (JMS) message listener,
allowing a business component to receive JM S messages asynchronously.

Enterprise Information System Tier

The enterprise information system tier handles EIS software and includes enter-
prise infrastructure systems such as enterprise resource planning (ERP), main-
frame transaction processing, database systems, and other legacy information
systems. For example, J2EE application components might need access to enter-
prise information systems for database connectivity.

J2EE Containers

Normally, thin-client multitiered applications are hard to write because they
involve many lines of intricate code to handle transaction and state management,
multithreading, resource pooling, and other complex low-level details. The com-
ponent-based and platform-independent J2EE architecture makes J2EE applica-
tions easy to write because businesslogic is organized into reusable components.
In addition, the J2EE server provides underlying services in the form of a con-
tainer for every component type. Because you do not have to develop these ser-
vices yourself, you are free to concentrate on solving the business problem at
hand.

Container Services

Containers are the interface between a component and the low-level platform-
specific functionality that supports the component. Before a web component,
enterprise bean, or application client component can be executed, it must be
assembled into a J2EE module and deployed into its container.

The assembly process involves specifying container settings for each component
in the J2EE application and for the J2EE application itself. Container settings
customize the underlying support provided by the J2EE server, including ser-
vices such as security, transaction management, Java Naming and Directory
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Interface™ (INDI) lookups, and remote connectivity. Here are some of the high-
lights:

» The J2EE security model |etsyou configure aweb component or enterprise
bean so that system resources are accessed only by authorized users.

» The J2EE transaction model lets you specify relationships among methods
that make up a single transaction so that all methods in one transaction are
treated as a single unit.

» JINDI lookup services provide a unified interface to multiple naming and
directory services in the enterprise so that application components can
access haming and directory services.

» The J2EE remote connectivity model manages low-level communications
between clients and enterprise beans. After an enterprise bean is created, a
client invokes methods on it asiif it were in the same virtual machine.

Because the J2EE architecture provides configurable services, application com-
ponents within the same J2EE application can behave differently based on where
they are deployed. For example, an enterprise bean can have security settings
that allow it a certain level of access to database datain one production environ-
ment and another level of database access in another production environment.

The container also manages nonconfigurable services such as enterprise bean
and servlet life cycles, database connection resource pooling, data persistence,
and access to the J2EE platform APIs described in section JREE 1.4
APIs (page 18). Although data persistence is a nonconfigurable service, the
J2EE architecture lets you override container-managed persistence by including
the appropriate code in your enterprise bean implementation when you want
more control than the default container-managed persistence provides. For
example, you might use bean-managed persistence to implement your own
finder (search) methods or to create a customized database cache.

Container Types

The deployment process installs J2EE application components in the J2EE con-
tainersillustrated in Figure 1-5.
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Figure 1-5 J2EE Server and Containers

J2EE server
The runtime portion of a J2EE product. A J2EE server provides EJB and
web containers.

Enterprise JavaBeans (EJB) container
Manages the execution of enterprise beans for J2EE applications. Enterprise
beans and their container run on the J2EE server.

Web container
Manages the execution of JSP page and servlet components for J2EE appli-
cations. Web components and their container run on the J2EE server.

Application client container
Manages the execution of application client components. Application clients
and their container run on the client.

Applet container
Manages the execution of applets. Consists of aweb browser and Java Plug-
in running on the client together.

Web Services Support

Web services are web-based enterprise applications that use open, XML-based
standards and transport protocolsto exchange datawith calling clients. The J2EE
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platform provides the XML APIs and tools you need to quickly design, develop,
test, and deploy web services and clients that fully interoperate with other web
services and clients running on Java-based or non-Java-based platforms.

To write web services and clients with the 2EE XML APIs, al you do is pass
parameter data to the method calls and process the data returned; or for docu-
ment-oriented web services, you send documents containing the service data
back and forth. No low-level programming is needed because the XML API
implementations do the work of tranglating the application data to and from an
XML-based data stream that is sent over the standardized XM L-based transport
protocols. These XML-based standards and protocols are introduced in the fol-
lowing sections.

The tranglation of data to a standardized XML -based data stream is what makes
web services and clients written with the 2EE XML APIs fully interoperable.
This does not necessarily mean that the data being transported includes XML
tags because the transported data can itself be plain text, XML data, or any kind
of binary data such as audio, video, maps, program files, computer-aided design
(CAD) documents and the like. The next section introduces XML and explains
how parties doing business can use XML tags and schemas to exchange datain a
meaningful way.

XML

XML is a cross-platform, extensible, text-based standard for representing data.
When XML datais exchanged between parties, the parties are free to create their
own tags to describe the data, set up schemas to specify which tags can be used
in a particular kind of XML document, and use XML stylesheets to manage the
display and handling of the data.

For example, a web service can use XML and a schema to produce price lists,
and companies that receive the price lists and schema can have their own
stylesheets to handle the datain away that best suitstheir needs. Here are exam-
ples:
* One company might put XML pricing information through a program to
translatethe XML to HTML so that it can post the priceliststo itsintranet.

* A partner company might put the XML pricing information through atool
to create a marketing presentation.

» Another company might read the XML pricing information into an appli-
cation for processing.

11
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SOAP Transport Protocol

Client requests and web service responses are transmitted as Simple Object
Access Protocol (SOAP) messages over HTTP to enable a completely interoper-
able exchange between clients and web services, al running on different plat-
forms and at various locations on the Internet. HTTP is a familiar request-and
response standard for sending messages over the Internet, and SOAPisan XML-
based protocol that follows the HTTP request-and-response model.

The SOAP portion of atransported message handles the following:

» Defines an XML-based envelope to describe what is in the message and
how to process the message

* Includes XML-based encoding rules to express instances of application-
defined data types within the message

» Defines an XML-based convention for representing the request to the
remote service and the resulting response

WSDL Standard Format

The Web Services Description Language (WSDL) is a standardized XML format
for describing network services. The description includes the name of the ser-
vice, the location of the service, and ways to communicate with the service.
WSDL service descriptions can be stored in registries or published on the web
(or both). The Sun Java System Application Server Platform Edition 8 providesa
tool for generating the WSDL specification of a web service that uses remote
procedure calls to communicate with clients.

UDDI and ebXML Standard Formats

Other XML -based standards, such as Universal Description, Discovery and Inte-
gration (UDDI) and ebXML, make it possible for businesses to publish informa-
tion on the Internet about their products and web services, where the information
can be readily and globally accessed by clients who want to do business.
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Packaging Applications

A J2EE application is delivered in an Enterprise Archive (EAR) file, a standard
Java Archive (JAR) file with an .ear extension. Using EAR files and modules
makes it possible to assemble a number of different J2EE applications using
some of the same components. No extra coding is needed; it is only a matter of
assembling (or packaging) various J2EE modules into J2EE EAR files.

An EAR file (see Figure 1-6) contains J2EE modules and deployment descrip-
tors. A deployment descriptor isan XML document with an . xm1 extension that
describes the deployment settings of an application, a module, or a component.
Because deployment descriptor information is declarative, it can be changed
without the need to modify the source code. At runtime, the J2EE server reads
the deployment descriptor and acts upon the application, module, or component
accordingly.

There are two types of deployment descriptors: J2EE and runtime. A J2EE
deployment descriptor is defined by a J2EE specification and can be used to con-
figure deployment settings on any J2EE-compliant implementation. A runtime
deployment descriptor is used to configure J2EE implementation-specific
parameters. For example, the Sun Java System Application Server Platform Edi-
tion 8 runtime deployment descriptor contains information such as the context
root of a web application, the mapping of portable names of an application’s
resources to the server’'s resources, and Application Server implementati on-spe-
cific parameters, such as caching directives. The Application Server runtime
deployment descriptors are named sun-moduTeType.xm1 and are located in the
same directory as the J2EE deployment descriptor.

13
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A J2EE module consists of one or more J2EE components for the same container
type and one component deployment descriptor of that type. An enterprise bean
module deployment descriptor, for example, declares transaction attributes and
security authorizations for an enterprise bean. A J2EE module without an appli-
cation deployment descriptor can be deployed as a stand-alone module. The four
types of J2EE modules are as follows:

EJB modules, which contain class files for enterprise beans and an EJB
deployment descriptor. EJB modulesare packaged asJAR fileswitha. jar
extension.

Web modules, which contain servlet class files, JSP files, supporting class
files, GIF and HTML files, and a web application deployment descriptor.
Web modules are packaged as JAR fileswith a .war (web archive) exten-
sion.

Application client modules, which contain class files and an application
client deployment descriptor. Application client modules are packaged as
JAR fileswith a . jar extension.

Resource adapter modules, which contain all Java interfaces, classes,
native libraries, and other documentation, along with the resource adapter
deployment descriptor. Together, these implement the Connector architec-
ture (see J2EE Connector Architecture, page 22) for a particular EIS.
Resource adapter modules are packaged as JAR files with an .rar
(resource adapter archive) extension.
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Development Roles

Reusable modules make it possible to divide the application development and
deployment process into distinct roles so that different people or companies can
perform different parts of the process.

The first two roles involve purchasing and installing the J2EE product and tools.
After softwareis purchased and installed, J2EE components can be devel oped by
application component providers, assembled by application assemblers, and
deployed by application deployers. In a large organization, each of these roles
might be executed by different individuals or teams. This division of labor works
because each of the earlier roles outputs a portable file that is the input for a sub-
sequent role. For example, in the application component development phase, an
enterprise bean software developer delivers EJB JAR files. In the application
assembly role, another developer combines these EJB JAR files into a J2EE
application and savesit in an EAR file. In the application deployment role, asys-
tem administrator at the customer site usesthe EAR fileto install the J2EE appli-
cation into a J2EE server.

The different roles are not always executed by different people. If you work for a
small company, for example, or if you are prototyping a sample application, you
might perform the tasks in every phase.

J2EE Product Provider

The J2EE product provider is the company that designs and makes available for
purchase the J2EE platform APIs, and other features defined in the J2EE specifi-
cation. Product providers are typically operating system, database system, appli-
cation server, or web server vendors who implement the J2EE platform
according to the Java 2 Platform, Enterprise Edition specification.

Tool Provider

The tool provider is the company or person who creates devel opment, assembly,
and packaging tools used by component providers, assemblers, and deployers.

15
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Application Component Provider

The application component provider is the company or person who creates web
components, enterprise beans, applets, or application clients for use in J2EE
applications.

Enterprise Bean Developer

An enterprise bean developer performs the following tasksto deliver an EJB JAR
file that contains the enterprise bean(s):

» Writes and compiles the source code

 Specifies the deployment descriptor

» Packagesthe .class filesand deployment descriptor into the EJB JAR file

Web Component Developer

A web component developer performs the following tasks to deliver a WAR file
containing the web component(s):

» Writes and compiles servlet source code

* Writes JSP and HTML files

 Specifies the deployment descriptor

» Packagesthe .class, .jsp, and.htm1 filesand deployment descriptor into
the WAR file

Application Client Developer

An application client developer performs the following tasksto deliver aJJAR file
containing the application client:

» Writes and compiles the source code
» Specifies the deployment descriptor for the client
» Packagesthe .class files and deployment descriptor into the JAR file

Application Assembler

The application assembler is the company or person who receives application
modules from component providers and assembles them into a J2EE application
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EAR file. The assembler or deployer can edit the deployment descriptor directly
or can use tools that correctly add XML tags according to interactive selections.
A software developer performs the following tasks to deliver an EAR file
containing the J2EE application:

« Assembles EJB JAR and WAR files created in the previous phases into a
J2EE application (EAR) file

» Specifies the deployment descriptor for the J2EE application

» Verifiesthat the contents of the EAR file are well formed and comply with
the J2EE specification

Application Deployer and Administrator

The application deployer and administrator is the company or person who con-
figures and deploys the J2EE application, administers the computing and net-
working infrastructure where J2EE applications run, and oversees the runtime
environment. Duties include such things as setting transaction controls and secu-
rity attributes and specifying connections to databases.

During configuration, the deployer follows instructions supplied by the applica-
tion component provider to resolve external dependencies, specify security set-
tings, and assign transaction attributes. During installation, the deployer moves
the application components to the server and generates the container-specific
classes and interfaces.

A deployer or system administrator performs the following tasks to install and
configure a J2EE application:

« Addsthe J2EE application (EAR) file created in the preceding phase to the
J2EE server

» Configures the J2EE application for the operational environment by mod-
ifying the deployment descriptor of the J2EE application

» Verifiesthat the contents of the EAR file are well formed and comply with
the J2EE specification

» Deploys (installs) the J2EE application EAR file into the J2EE server

17
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J2EE 1.4 APIs

Figure 1-7 illustrates the availability of the J2EE 1.4 platform APIs in each
J2EE container type. The following sections give a brief summary of the tech-
nologies required by the J2EE platform and the J2SE enterprise APIs that would
be used in J2EE applications.
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Figure1-7 J2EE Platform APIs

Enterprise JavaBeans Technology

An Enterprise JavaBeans™ (EJB™) component, or enterprise bean, is abody of
code having fields and methods to implement modules of business logic. You
can think of an enterprise bean as a building block that can be used alone or with
other enterprise beans to execute business logic on the J2EE server.

As mentioned earlier, there are three kinds of enterprise beans. session beans,
entity beans, and message-driven beans. Enterprise beans often interact with
databases. One of the benefits of entity beansisthat you do not have to write any
SQL code or use the IDBC™ API (see IDBC API, page 22) directly to perform
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database access operations; the EJB container handles this for you. However, if
you override the default container-managed persistence for any reason, you will
need to use the JIDBC API. Also, if you choose to have a session bean access the
database, you must use the JDBC API.

Java Serviet Technology

Java servlet technology lets you define HTTP-specific servlet classes. A serviet
class extends the capabilities of servers that host applications that are accessed
by way of a request-response programming model. Although servlets can
respond to any type of request, they are commonly used to extend the applica-
tions hosted by web servers.

JavaServer Pages Technology

JavaServer Pages™ (JSP™) technology lets you put snippets of serviet code
directly into a text-based document. A JSP page is a text-based document that
contains two types of text: static data (which can be expressed in any text-based
format such as HTML, WML, and XML) and JSP elements, which determine
how the page constructs dynamic content.

Java Message Service API

The Java Message Service (IMS) API is a messaging standard that allows J2EE
application components to create, send, receive, and read messages. It enables
distributed communication that is loosely coupled, reliable, and asynchronous.

Java Transaction API

The Java Transaction APl (JTA) provides a standard interface for demarcating
transactions. The J2EE architecture provides a default auto commit to handle
transaction commits and rollbacks. An auto commit means that any other appli-
cationsthat are viewing datawill see the updated data after each database read or
write operation. However, if your application performs two separate database
access operations that depend on each other, you will want to use the JTA API to
demarcate where the entire transaction, including both operations, begins, rolls
back, and commits.
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JavaMail API

J2EE applications use the JavaMail™ API to send email notifications. The Java-
Mail API has two parts. an application-level interface used by the application
components to send mail, and a service provider interface. The J2EE platform
includes JavaMail with a service provider that allows application components to
send Internet mail.

JavaBeans Activation Framework

The JavaBeans Activation Framework (JAF) is included because JavaMail uses
it. JAF provides standard services to determine the type of an arbitrary piece of
data, encapsulate access to it, discover the operations available on it, and create
the appropriate JavaBeans component to perform those operations.

Java API for XML Processing

The Java API for XML Processing (JAXP) supports the processing of XML doc-
uments using Document Object Model (DOM), Simple API for XML (SAX),
and Extensible Stylesheet Language Transformations (XSLT). JAXP enables
applications to parse and transform XML documents independent of a particular
XML processing implementation.

JAXP also provides namespace support, which lets you work with schemas that
might otherwise have naming conflicts. Designed to be flexible, JAXP lets you
use any XML-compliant parser or XSL processor from within your application
and supports the W3C schema. You can find information on the W3C schema at
thisURL: http://www.w3.0rg/XML/Schema.

Java API for XML-Based RPC

The Java APl for XML-based RPC (JAX-RPC) uses the SOAP standard and
HTTP, so client programs can make XML -based remote procedure calls (RPCs)
over the Internet. JAX-RPC also supports WSDL, so you can import and export
WSDL documents. With JAX-RPC and a WSDL, you can easily interoperate
with clients and services running on Java-based or non-Java-based platforms
such as .NET. For example, based on the WSDL document, a Visual Basic .NET
client can be configured to use aweb service implemented in Java technology, or
aweb service can be configured to recognize a Visual Basic .NET client.
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JAX-RPC relies on the HTTP transport protocol. Taking that a step further, JAX-
RPC lets you create service applications that combine HTTP with a Java technol-
ogy version of the Secure Socket Layer (SSL) and Transport Layer Security
(TLS) protocolsto establish basic or mutual authentication. SSL and TLS ensure
message integrity by providing data encryption with client and server authentica-
tion capabilities.

Authentication is ameasured way to verify whether a party iseligible and able to
access certain information as away to protect against the fraudulent use of asys-
tem or the fraudulent transmission of information. Information transported
across the Internet is especially vulnerable to being intercepted and misused, so
it'svery important to configure a JAX-RPC web service to protect datain transit.

SOAP with Attachments API for Java

The SOAP with Attachments API for Java (SAAJ) is alow-level API on which
JAX-RPC depends. SAAJ enables the production and consumption of messages
that conform to the SOAP 1.1 specification and SOAP with Attachments note.
Most developers do not use the SAAJ AP, instead using the higher-level JAX-
RPC API.

Java API for XML Registries

The Java API for XML Registries (JAXR) lets you access business and general-
purpose registries over the web. JAXR supports the ebX ML Registry and Repos-
itory standards and the emerging UDDI specifications. By using JAXR, develop-
ers can learn a single APl and gain access to both of these important registry
technologies.

Additionally, businesses can submit material to be shared and search for material
that others have submitted. Standards groups have devel oped schemas for partic-
ular kinds of XML documents; two businesses might, for example, agree to use
the schema for their industry’s standard purchase order form. Because the
schema is stored in a standard business registry, both parties can use JAXR to
accessiit.
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J2EE Connector Architecture

The J2EE Connector architecture is used by J2EE tools vendors and system inte-
grators to create resource adapters that support access to enterprise information
systemsthat can be plugged in to any J2EE product. A resource adapter is a soft-
ware component that allows J2EE application components to access and interact
with the underlying resource manager of the EIS. Because a resource adapter is
specific to its resource manager, typically there is adifferent resource adapter for
each type of database or enterprise information system.

The J2EE Connector architecture also provides a performance-oriented, secure,
scalable, and message-based transactional integration of J2EE-based web ser-
vices with existing EISs that can be either synchronous or asynchronous. Exist-
ing applications and EISs integrated through the J2EE Connector architecture
into the J2EE platform can be exposed as XML-based web services by using
JAX-RPC and J2EE component models. Thus JAX-RPC and the J2EE Connec-
tor architecture are complementary technologies for enterprise application inte-
gration (EAI) and end-to-end business integration.

JDBC API

The JDBC API lets you invoke SQL commands from Java programming lan-
guage methods. You use the JDBC API in an enterprise bean when you override
the default container-managed persistence or have a session bean access the
database. With container-managed persistence, database access operations are
handled by the container, and your enterprise bean implementation contains no
JDBC code or SQL commands. You can also use the JDBC API from aserviet or
a JSP page to access the database directly without going through an enterprise
bean.

The JDBC API has two parts. an application-level interface used by the applica-
tion components to access a database, and a service provider interface to attach a
JDBC driver to the J2EE platform.

Java Naming and Directory Interface

The Java Naming and Directory Interface™ (JNDI) provides naming and direc-
tory functionality. It provides applications with methods for performing standard
directory operations, such as associating attributes with objects and searching for
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objects using their attributes. Using JNDI, a J2EE application can store and
retrieve any type of named Java object.

J2EE naming services provide application clients, enterprise beans, and web
components with access to a JINDI naming environment. A naming environment
allows a component to be customized without the need to access or change the
component’s source code. A container implements the component’s environment
and provides it to the component as a INDI haming context.

A J2EE component locates its environment naming context using JNDI inter-
faces. A component creates a javax.naming.InitialContext object and looks
up the environment naming context in InitialContext under the name
java:comp/env. A component’s naming environment is stored directly in the
environment naming context or in any of its direct or indirect subcontexts.

A J2EE component can access hamed system-provided and user-defined objects.
The names of system-provided objects, such as JTA UserTransaction objects,
are stored in the environment naming context, java:comp/env. The J2EE plat-
form alows a component to name user-defined objects, such as enterprise beans,
environment entries, JDBC DataSource objects, and message connections. An
object should be named within a subcontext of the naming environment accord-
ing to the type of the object. For example, enterprise beans are named within the
subcontext java:comp/env/ejb, and JDBC DataSource references in the sub-
context java:comp/env/jdbc.

Because JNDI is independent of any specific implementation, applications can
use INDI to access multiple naming and directory services, including existing
naming and directory services such as LDAP, NDS, DNS, and NIS. This alows
J2EE applications to coexist with legacy applications and systems. For more
information on JNDI, see The JNDI Tutorial:

http://java.sun.com/products/jndi/tutorial/index.html

Java Authentication and Authorization

Service
The Java Authentication and Authorization Service (JAAS) provides away for a

J2EE application to authenticate and authorize a specific user or group of users
torunit.
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JAAS s aJavaprograming language version of the standard Pluggable Authenti-
cation Module (PAM) framework, which extends the Java 2 Platform security
architecture to support user-based authorization.

Simplified Systems Integration

The J2EE platform is a platform-independent, full systems integration solution
that creates an open marketplace in which every vendor can sell to every cus-
tomer. Such a marketplace encourages vendors to compete, not by trying to lock
customers into their technologies but instead by trying to outdo each other in
providing products and services that benefit customers, such as better perfor-
mance, better tools, or better customer support.
The J2EE APIs enable systems and applications integration through the follow-
ing:

 Unified application model acrosstiers with enterprise beans

o Simplified request-and-response mechanism with JSP pages and servlets

* Reliable security model with JAAS

» XML-based datainterchange integration with JAXP, SAAJ, and JAX-RPC

» Simplified interoperability with the J2EE Connector architecture

» Easy database connectivity with the JIDBC API

» Enterprise application integration with message-driven beans and JMS,

JTA, and INDI

You can learn more about using the J2EE platform to build integrated business
systems by reading J2EE Technology in Practice, by Rick Cattell and Jm
Inscore (Addison-Wesley, 2001):

http://java.sun.com/j2ee/inpractice/aboutthebook.html

Sun Java System Application Server
Platform Edition 8

The Sun Java System Application Server Platform Edition 8 is afully compliant
implementation of the J2EE 1.4 platform. In addition to supporting all the APIs
described in the previous sections, the Application Server includes a number of
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J2EE technologies and tools that are not part of the J2EE 1.4 platform but are
provided as a convenience to the devel oper.

This section briefly summarizes the technologies and tools that make up the
Application Server, and instructions for starting and stopping the Application
Server, starting the Admin Console, starting deploytool, and starting and stop-
ping the Derby database server. Other chapters explain how to use the remaining
tools.

Technologies

The Application Server includes two user interface technol ogies—JavaServer
Pages Standard Tag Library and JavaServer™ Faces—that are built on and used
in conjunction with the J2EE 1.4 platform technol ogies Java servlet and JavaSer-

ver Pages.

JavaServer Pages Standard Tag Library

The JavaServer Pages Standard Tag Library (JSTL) encapsulates core function-
ality common to many JSP applications. Instead of mixing tags from numerous
vendors in your JSP applications, you employ asingle, standard set of tags. This
standardization allows you to deploy your applications on any JSP container that
supports JSTL and makes it more likely that the implementation of the tags is
optimized.

JSTL has iterator and conditional tags for handling flow control, tags for manip-
ulating XML documents, internationalization tags, tags for accessing databases
using SQL, and commonly used functions.

JavaServer Faces

JavaServer Faces technology is a user interface framework for building web
applications. The main components of JavaServer Faces technology are as fol-
lows:

* A GUI component framework.

« A flexible model for rendering componentsin different kinds of HTML or
different markup languages and technologies. A Renderer object gener-
ates the markup to render the component and converts the data stored in a
model object to types that can be represented in aview.
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» A standard RenderKit for generating HTML/4.01 markup.

The following features support the GUI components:

* Input validation
Event handling

» Data conversion between model objects and components
» Managed model object creation
» Page navigation configuration

All thisfunctionality is available via standard Java APIs and XML -based config-

uration files.

Tools

The Application Server contains the tools listed in Table 1-1. Basic usage infor-
mation for many of the tools appears throughout the tutorial. For detailed infor-
mation, see the online help in the GUI tools and the man pages at http://
docs.sun.com/db/doc/817-6092 for the command-line tools.

Table1-1 Application Server Tools

Component

Description

Admin Console

A web-based GUI Application Server administration utility. Used to
stop the Application Server and manage users, resources, and appli-
cations.

asadmin

A command-line Application Server administration utility. Used to
start and stop the Application Server and manage users, resources,
and applications.

asant

A portable command-line build tool that is an extension of the Ant
tool developed by the Apache Software Foundation (see http://
ant.apache.org/). asant contains additional tasks that interact
with the Application Server administration utility.

appclient

A command-line tool that launches the application client container
and invokes the client application packaged in the application client
JARfile.
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Table1-1 Application Server Tools

Component Description

A command-linetool to extract schemainformation from a database,
capture-schema producing a schema file that the Application Server can use for con-
tainer-managed persistence.

A GUI tool to package applications, generate deployment descrip-

deploytoo] tors, and deploy applications on the Application Server.

A command-line tool to package the application client container

package-appclient |, oo d JAR files.

Derby database A copy of the open source Derby database server.

verifier A command-line tool to validate J2EE deployment descriptors.

A command-line tool to generate stubs, ties, serializers, and WSDL

wscompile files used in JAX-RPC clients and services.

A command-line tool to generate implementation-specific, ready-to-

wsdeploy deploy WAR files for web service applications that use JAX-RPC.

Starting and Stopping the Application
Server

To start and stop the Application Server, you use the asadmin utility. To start the
Application Server, open aterminal window or command prompt and execute

asadmin start-domain --verbose domainl
A domain is a set of one or more Application Server instances managed by one
administration server. Associated with adomain are the following:

» The Application Server’s port number. The default is 8080.
* The administration server's port number. The default is 4848.
« An administration user name and password.

You specify these values when you install the Application Server. The examples
in this tutorial assume that you choose the default ports.

With no arguments, the start-domain command initiates the default domain,
which isdomainl. The --verbose flag causes al logging and debugging output
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to appear on the terminal window or command prompt (it will also go into the
server log, which is located in <J2EE_HOME>/domains/domainl/logs/
server.log).

Or, on Windows, you can choose
Programs— Sun Microsystems— J2EE 1.4 SDK - Start Default Server

After the server has completed its startup sequence, you will see the following
output:

Domain domainl started.

To stop the Application Server, open atermina window or command prompt and
execute

asadmin stop-domain domainl

Or, on Windows, choose
Programs— Sun Microsystems - J2EE 1.4 SDK -, Stop Default Server

When the server has stopped you will see the following output:

Domain domainl stopped.

Starting the Admin Console

To administer the Application Server and manage users, resources, and J2EE
applications, you use the Admin Console tool. The Application Server must be
running before you invoke the Admin Console. To start the Admin Console,
open a browser at the following URL.:

http://localhost:4848/asadmin/

On Windows, from the Start menu, choose
Programs— Sun Microsystems - J2EE 1.4 SDK - Admin Console
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Starting the deploytool Utility

To package J2EE applications, specify deployment descriptor elements, and
deploy applications on the Application Server, you use the deploytool Utility.
To start deploytooT, open atermina window or command prompt and execute

deploytool

On Windows, from the Start menu, choose

Programs— Sun Microsystems— J2EE 1.4 SDK - Deploytool

Starting and Stopping the Derby
Database Server

Note: Application Server 8.2 includes a copy of the open source Derby data-
base server. Application Server 8.0/ 8.1 includes the PointBase database server. If
you are using Application Server 8.0/8.1, either follow the instructionsin the J2EE
Tutorial at http://java.sun.com/j2ee/1.4/docs/tutorial-update6/
doc/index.htm1 that workswith Application Server 8.0/8.1 or upgrade to Appli-
cation Server 82 (see  http://java.sun.com/j2ee/1.4/down-
Toad.html#appserv to download).

To start the Derby database server, open aterminal window or command prompt
and execute

asadmin start-database

After the database server completesits startup sequence, you will see the follow-
ing output:
Starting database in the background. Log redirected to
<j2ee.home>\derby\db.log.

Command start-database executed successfully.

To stop the Derby database server, open atermina window or command prompt
and execute

asadmin stop-database
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When the database server has stopped you will see the following output:

Shutdown successful.
Command stop-database executed sucessfully.

For information about the Derby database included with Application Server 8.2,
seethe Derby web siteat http://db.apache.org/derby.

Debugging J2EE Applications

This section describes how to determine what is causing an error in your applica-
tion deployment or execution.

Using the Server Log

One way to debug applications is to look at the server log in <J2EE_HOME>/
domains/domainl/Togs/server.log. The log contains output from the Appli-
cation Server and your applications. You can log messages from any Javaclassin
your application with System.out.println and the Java Logging APIs (docu-
mented at http://java.sun.com/j2se/1.4.2/docs/guide/util/Togging/
index.htm1) and from web components with the ServletContext.10og method.

If you start the Application Server with the --verbose flag, al logging and
debugging output will appear on the terminal window or command prompt and
the server log. If you start the Application Server in the background, debugging
information is only available in the log. You can view the server log with a text
editor or with the Admin Console log viewer. To use the log viewer:

1. Select the Application Server node.

2. Select the Logging tab.

3. Click the Open Log Viewer button. The log viewer will open and display

the last 40 entries.

If you wish to display other entries:

1. Click the Modify Search button.
2. Specify any constraints on the entries you want to see.
3. Click the Search button at the bottom of the log viewer.
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Using a Debugger

The Application Server supports the Java Platform Debugger Architecture
(JPDA). With JPDA, you can configure the Application Server to communicate
debugging information via a socket. In order to debug an application using a
debugger:

1

g b~ WN

Enable debugging in the Application Server using the Admin Console as
follows:

a. Select the Application Server node.

b. Select the WM Settings tab. The default debug options are set to:

-Xdebug -Xrunjdwp:transport=dt_socket,server=y,
suspend=n,address=1044

Asyou can see, the default debugger socket port is 1044. You can change
it to aport not in use by the Application Server or another service.

c. Check the Enabled box of the Debug field.

d. Click the Save button.

. Stop the Application Server and then restart it.

. Compile your Java source with the -g flag.

. Package and deploy your application.

. Start a debugger and connect to the debugger socket at the port you set

when you enabled debugging.
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2
Understanding XML

T HIS chapter describes Extensible Markup Language (XML) and its related
specifications. It also gives you practice in writing XML data so that you can
become comfortably familiar with XML syntax.

Note: The XML files mentioned in this chapter can be found in
<INSTALL>/j2eetutoriall4/examples/xml/samples/.

Introduction to XML

This section coversthe basics of XML. The goal isto give you just enough infor-
mation to get started so that you understand what XML isal about. (You'll learn
more about XML in later sections of the tutorial.) We then outline the major fea-
tures that make XML great for information storage and interchange, and give
you agenera idea of how XML can be used.

What Is XML?

XML isatext-based markup language that is fast becoming the standard for data
interchange on the web. Aswith HTML, you identify data using tags (identifiers
enclosed in angle brackets: <. . .>). Collectively, the tags are known as markup.

But unlike HTML, XML tags identify the data rather than specify how to display
it. Whereas an HTML tag says something like, “Display this datain bold font”
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(<b>...</b>), an XML tag actslike afield namein your program. It puts a label
on apiece of datathat identifiesit (for example, <message>. . .</message>).

Note: Because identifying the data gives you some sense of what it means (how to
interpret it, what you should do with it), XML is sometimes described as a mecha-
nism for specifying the semantics (meaning) of the data.

In the same way that you define the field names for a data structure, you are free
to use any XML tags that make sense for a given application. Naturally, for mul-
tiple applications to use the same XML data, they must agree on the tag names
they intend to use.

Here is an example of some XML data you might use for a messaging applica-
tion:

<message>
<to>you@yourAddress.com</to>
<from>me@myAddress. com</from>
<subject>XML Is Really Cool</subject>
<text>
How many ways is XML cool? Let me count the ways...
</text>
</message>

Note: Throughout this tutorial, we use boldface text to highlight things we want to
bring to your attention. XML does not require anything to bein bold!

The tags in this example identify the message as a whole, the destination and
sender addresses, the subject, and the text of the message. Asin HTML, the <to>
tag has a matching end tag: </to>. The data between the tag and its matching
end tag defines an element of the XML data. Note, too, that the content of the
<to> tag is contained entirely within the scope of the <message>. .</message>
tag. It isthis ability for one tag to contain others that lets XML represent hierar-
chical data structures.

Again, aswith HTML, whitespace is essentially irrelevant, so you can format the
datafor readability and yet still processit easily with a program. Unlike HTML,
however, in XML you can easily search a data set for messages containing, say,
“cool” in the subject, because the XML tags identify the content of the data
rather than specify its representation.
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Tags and Attributes

Tags can also contain attributes—additional information included as part of the
tag itself, within the tag's angle brackets. The following example shows an email
message structure that uses attributes for the to, from, and subject fields:

<message to="you@yourAddress.com" from="me@myAddress.com"
subject="XML Is Really Cool">
<text>
How many ways is XML cool? Let me count the ways...
</text>
</message>

Asin HTML, the attribute name is followed by an equal sign and the attribute
value, and multiple attributes are separated by spaces. Unlike HTML, however,
in XML commas between attributes are not ignored; if present, they generate an
error.

Because you can design a data structure such as <message> equally well using
either attributes or tags, it can take a considerable amount of thought to figure
out which design is best for your purposes. Designing an XML Data
Structure (page 76), includes ideas to help you decide when to use attributes and
when to use tags.

Empty Tags

One big difference between XML and HTML is that an XML document is
always constrained to be well formed. There are several rules that determine
when a document iswell formed, but one of the most important is that every tag
has aclosing tag. So, in XML, the </to> tag is not optional. The <to> element is
never terminated by any tag other than </to>.

Note: Another important aspect of awell-formed document isthat all tags are com-
pletely nested. So you can have <message>. . <to>. . </to>. . </message>, but never
<message>. .<to>..</message>..</to>. A complete list of requirements is con-
tained in the list of XML frequently asked questions (FAQ) at
http://www.ucc.ie/xml/#FAQ-VALIDWF. (This FAQ is on the W3C “Recom-
mended Reading” list at http://www.w3.org/XML/.)

Sometimes, though, it makes sense to have a tag that stands by itself. For exam-
ple, you might want to add a tag that flags the message as important: <flag/>.
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Thiskind of tag does not enclose any content, so it’'s known as an empty tag. You
create an empty tag by ending it with /> instead of >. For example, the following
message contains an empty flag tag:

<message to="you@yourAddress.com" from="me@myAddress.com"
subject="XML Is Really Cool">
<flag/>
<text>
How many ways is XML cool? Let me count the ways...
</text>
</message>

Note: Using the empty tag saves you from having to code <fl1ag></fl1ag> in order
to have a well-formed document. You can control which tags are alowed to be
empty by creating a schema or adocument type definition, or DTD (page 1388). If
thereisno DTD or schema associated with the document, then it can contain any
kinds of tags you want, as long as the document iswell formed.

Comments in XML Files

XML comments|ook just like HTML comments:

<message to="you@yourAddress.com" from="me@myAddress.com"
subject="XML Is Really Cool">

<!-- This is a comment -->
<text>
How many ways is XML cool? Let me count the ways...
</text>
</message>

The XML Prolog

To complete this basic introduction to XML, note that an XML file always starts
with a prolog. The minimal prolog contains a declaration that identifies the doc-
ument as an XML document:

<?xml version="1.0"7>
The declaration may also contain additional information:

<?xml version="1.0" encoding="IS0-8859-1" standalone="yes"?>



INTRODUCTION TO XML

The XML declaration is essentialy the same as the HTML header, <htm1>,
except that it uses <?. . 7> and it may contain the following attributes:

* version: ldentifies the version of the XML markup language used in the
data. This attribute is not optional.

* encoding: |dentifies the character set used to encode the data. 1S0-8859-
1is Latin-1, the Western European and English language character set.
(The default is 8-bit Unicode: UTF-8.)

* standalone: Tells whether or not this document references an external
entity or an externa data type specification. If there are no external refer-
ences, then “yes’ is appropriate.

The prolog can also contain definitions of entities (items that are inserted when
you reference them from within the document) and specifications that tell which
tags are valid in the document. Both declared in a document type definition
(DTD, page 1388) that can be defined directly within the prolog, as well as with
pointers to external specification files. But those are the subject of |ater tutorials.
For more information on these and many other aspects of XML, see the Recom-
mended Reading list on the W3C XML pageat http://www.w3.0org/XML/.

Note: The declaration is actually optional, but it's a good idea to include it when-
ever you create an XML file. The declaration should have the version number, at a
minimum, and ideally the encoding as well. That standard simplifies things if the
XML standard is extended in the future and if the data ever needsto belocalized for
different geographical regions.

Everything that comes after the XML prolog constitutes the document’s content.

Processing Instructions

An XML file can aso contain processing instructions that give commands or
information to an application that is processing the XML data. Processing
instructions have the following format:

<?target instructions?>

target isthe name of the application that is expected to do the processing, and
instructions IS a string of characters that embodies the information or com-
mands for the application to process.
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Because the instructions are application-specific, an XML file can have multiple
processing instructions that tell different applications to do similar things,
although in different ways. The XML file for a slide show, for example, might
have processing instructions that let the speaker specify a technical- or execu-
tive-level version of the presentation. If multiple presentation programs were
used, the program might need multiple versions of the processing instructions
(although it would be nicer if such applications recognized standard instruc-
tions).

Note: The target name “xml” (in any combination of upper- or lowercase |etters) is
reserved for XML standards. In one sense, the declaration is a processing instruc-
tion that fits that standard. (However, when you're working with the parser later,
you'll see that the method for handling processing instructions never sees the dec-
laration.)

Why Is XML Important?

There are anumber of reasons for XML's surging acceptance. This section listsa
few of the most prominent.

Plain Text

Because XML isnot abinary format, you can create and edit files using anything
from a standard text editor to a visual development environment. That makes it
easy to debug your programs, and it makes XML useful for storing small
amounts of data. At the other end of the spectrum, an XML front end to a data-
base makes it possible to efficiently store large amounts of XML dataaswell. So
XML provides scalahility for anything from small configuration files to a com-
pany wide data repository.

Data Identification

XML tells you what kind of data you have, not how to display it. Because the
markup tags identify the information and break the data into parts, an email pro-
gram can process it, a search program can look for messages sent to particular
people, and an address book can extract the address information from the rest of
the message. In short, because the different parts of the information have been
identified, they can be used in different ways by different applications.
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Stylability

When display is important, the stylesheet standard, XSL (page 1389), lets you
dictate how to portray the data. For example, consider this XML.:

<to>you@yourAddress.com</to>

The stylesheet for this data can say

1. Start anew line.
2. Display “To:” in bold, followed by a space
3. Display the destination data.

This set of instructions produces:
To: you@yourAddress

Of course, you could have done the same thing in HTML, but you wouldn't be
able to process the data with search programs and address-extraction programs
and the like. More importantly, because XML is inherently style-free, you can
use a completely different stylesheet to produce output in Postscript, TEX, PDF,
or some new format that hasn’'t even been invented. That flexibility amounts to
what one author described as “future proofing” your information. The XML doc-
uments you author today can be used in future document-delivery systems that
haven't even been imagined.

Inline Reusability

One of the nicer aspects of XML documents is that they can be composed from
Separate entities. You can do that with HTML, but only by linking to other docu-
ments. Unlike HTML, XML entities can beincluded “inline” in adocument. The
included sections look like a normal part of the document: you can search the
whole document at one time or download it in one piece. That lets you modular-
ize your documents without resorting to links. You can single-source a section so
that an edit to it is reflected everywhere the section is used, and yet a document
composed from such pieces looks for all the world like a one-piece document.

Linkability

Thanksto HTML, the ability to define links between documents is now regarded
as a necessity. Appendix B discusses the link-specification initiative. Thisinitia-
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tive lets you define two-way links, multiple-target links, expanding links (where
clicking a link causes the targeted information to appear inline), and links
between two existing documents that are defined in athird.

Easily Processed

As mentioned earlier, regular and consistent notation makes it easier to build a
program to process XML data. For example, in HTML a <dt> tag can be delim-
ited by </dt>, another <dt>, <dd>, or </d1>. That makes for some difficult pro-
gramming. But in XML, the <dt> tag must aways have a </dt> terminator, or it
must be an empty tag such as <dt/>. That restriction is acritical part of the con-
straints that make an XML document well formed. (Otherwise, the XML parser
won't be able to read the data.) And because XML is a vendor-neutral standard,
you can choose among several XML parsers, any one of which takes the work
out of processing XML data.

Hierarchical

Finally, XML documents benefit from their hierarchical structure. Hierarchical
document structures are, in general, faster to access because you can drill down
to the part you need, as if you were stepping through a table of contents. They
are also easier to rearrange, because each piece is delimited. In a document, for
example, you could move a heading to a new location and drag everything under
it along with the heading, instead of having to page down to make a selection,
cut, and then paste the selection into a new location.

How Can You Use XML?

There are several basic waysto use XML:

» Traditiona dataprocessing, where XML encodesthe datafor a program to
process

» Document-driven programming, where XML documents are containers
that build interfaces and applications from existing components
» Archiving—the foundation for document-driven programming—where

the customized version of acomponent is saved (archived) so that it can be
used later
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» Binding, where the DTD or schemathat defines an XML data structure is
used to automatically generate a significant portion of the application that
will eventually process that data

Traditional Data Processing

XML isfast becoming the data representation of choice for the web. It’s terrific
when used in conjunction with network-centric Java platform programs that send
and retrieve information. So a client-server application, for example, could trans-
mit XM L-encoded data back and forth between the client and the server.

In the future, XML is potentially the answer for data interchange in all sorts of
transactions, as long as both sides agree on the markup to use. (For example,
should an email program expect to see tags named <FIRST> and <LAST>, or
<FIRSTNAME> and <LASTNAME>?) The need for common standards will generate a
lot of industry-specific standardization efforts in the years ahead. In the mean-
time, mechanisms that let you “trandate” the tags in an XML document will be
important. Such mechanisms include projects such as the Resource Description
Framework initiative (RDF, page 1393), which defines meta tags, and the Exten-
sible Stylesheet Language specification (XSL, page 1389), which lets you trans-
late XML tags into other XML tags.

Document-Driven Programming

The newest approach to using XML is to construct a document that describes
what an application page should look like. The document, rather than simply
being displayed, consists of references to user interface components and busi-
ness-logic components that are “hooked together” to create an application on-
the-fly.

Of course, it makes sense to use the Java platform for such components. To con-
struct such applications, you can use JavaBeans components for interfaces and
Enterprise JavaBeans components for the business logic. Although none of the
efforts undertaken so far is ready for commercial use, much preliminary work
has been done.

Note: The Java programming language is also excellent for writing XM L-process-
ing toolsthat are as portable as XML. Severa visual XML editors have been written
for the Java platform. For alisting of editors, see http://www.xm1.com/pub/pt/3.
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For processing tools and other XML resources, see Robin Cover's SGML/XML
web page at http://xml.coverpages.org/software.html.

Binding

After you have defined the structure of XML data using either aDTD or one of
the schema standards, a large part of the processing you need to do has aready
been defined. For example, if the schema says that the text datain a <date> ele-
ment must follow one of the recognized date formats, then one aspect of the val-
idation criteria for the data has been defined; it only remains to write the code.
Although a DTD specification cannot go the same level of detail, aDTD (like a
schema) provides a grammar that tells which data structures can occur and in
what sequences. That specification tells you how to write the high-level code that
processes the data elements.

But when the data structure (and possibly format) is fully specified, the code you
need to process it can just as easily be generated automatically. That process is
known as binding—creating classes that recognize and process different data
elements by processing the specification that defines those elements. As time
goes on, you should find that you are using the data specification to generate sig-
nificant chunks of code, and you can focus on the programming that is unigue to
your application.

Archiving

The Holy Grail of programming is the construction of reusable, modular compo-
nents. Ideally, you'd like to take them off the shelf, customize them, and plug
them together to construct an application, with a bare minimum of additional
coding and additional compilation.

The basic mechanism for saving information is called archiving. You archive a
component by writing it to an output stream in a form that you can reuse later.
You can then read it and instantiate it using its saved parameters. (For example, if
you saved a table component, its parameters might be the number of rows and
columns to display.) Archived components can also be shuffled around the web
and used in avariety of ways.

When components are archived in binary form, however, there are some limita-
tions on the kinds of changes you can make to the underlying classesif you want
to retain compatibility with previously saved versions. If you could modify the
archived version to reflect the change, that would solve the problem. But that's
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hard to do with a binary object. Such considerations have prompted a number of
investigations into using XML for archiving. But if an object's state were
archived in text form using XML, then anything and everything in it could be
changed as easily as you can say, “ Search and replace.”

XML’s text-based format could also make it easier to transfer objects between
applications written in different languages. For al these reasons, thereis alot of
interest in XML-based archiving.

Summary

XML is pretty simple and very flexible. It has many uses yet to be discovered,
and we are only beginning to scratch the surface of its potential. It is the founda-
tion for a great many standards yet to come, providing a common language that
different computer systems can use to exchange data with one another. As each
industry group comes up with standards for what it wants to say, computers will
begin to link to each other in ways previously unimaginable.

Generating XML Data

This section takes you step by step through the process of constructing an XML
document. Along the way, you'll gain experience with the XML components
you'll typically use to create your data structures.

Writing a Simple XML File

You'll start by writing the kind of XML datayou can use for aslide presentation.
To become comfortable with the basic format of an XML file, you'll use your
text editor to create the data. You'll use thisfile and extend it in later exercises.

Creating the File

Using a standard text editor, create afile called s1ideSample.xm1.

Note: Hereisaversion of it that already exists: s1ideSample0l.xm1. (The brows-
able version is s1ideSample@1-xm1.htm1.) You can use this version to compare
your work or just review it as you read this guide.
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Writing the Declaration

Next, write the declaration, which identifies the file as an XML document. The
declaration starts with the characters <?, which is also the standard XML identi-
fier for a processing instruction. (You'll see processing instructions later in this
tutorial.)

<?xml version='1.0' encoding="utf-8'?>

This line identifies the document as an XML document that conforms to version
1.0 of the XML specification and says that it uses the 8-bit Unicode character-
encoding scheme. (For information on encoding schemes, see Appendix A.)

Because the document has not been specified as standalone, the parser assumes
that it may contain references to other documents. To see how to specify a docu-
ment as standalone, see The XML Prolog (page 36).

Adding a Comment

Comments are ignored by XML parsers. A program will never see them unless
you activate specia settingsin the parser. To put a comment into the file, add the
following highlighted text.

<?xml version='1.0' encoding="utf-8'?>

<!-- A SAMPLE set of slides -->

Defining the Root Element

After the declaration, every XML file defines exactly one element, known as the
root element. Any other elements in the file are contained within that element.
Enter the following highlighted text to define the root element for this file,
s1ideshow:

<?xml version='1.0' encoding="utf-8'?>
<!-- A SAMPLE set of slides -->
<s1ideshow>

</s1ideshow>
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Note: XML element names are case-sensitive. The end tag must exactly match the
start tag.

Adding Attributes to an Element

A dlide presentation has a number of associated data items, none of which
requires any structure. So it is natural to define these data items as attributes of
the sTideshow element. Add the following highlighted text to set up some
attributes:

<s1ideshow
title="Sample Slide Show"
date="Date of publication"
author="Yours Truly"
>

</s1ideshow>

When you create a name for a tag or an attribute, you can use hyphens (-),
underscores (_), colons (:), and periods (.) in addition to characters and num-
bers. Unlike HTML, values for XML attributes are always in quotation marks,
and multiple attributes are never separated by commas.

Note: Colons should be used with care or avoided, because they are used when
defining the namespace for an XML document.

Adding Nested Elements

XML allowsfor hierarchically structured data, which means that an element can
contain other elements. Add the following highlighted text to define a dide ele-
ment and atitle element contained within it:

<sTideshow

>

<!-- TITLE SLIDE -->
<slide type="all">
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<title>Wake up to WonderWidgets!</title>
</slide>

</s1lideshow>

Here you have also added a type attribute to the dide. The idea of this attribute
is that you can earmark slides for a mostly technical or mostly executive audi-
ence using type="tech" or type="exec", or identify them as suitable for both
audiences using type="all".

More importantly, this example illustrates the difference between things that are
more usefully defined as elements (the title element) and things that are more
suitable as attributes (the type attribute). The visibility heuristic is primarily at
work here. The title is something the audience will see, so it is an element. The
type, on the other hand, is something that never gets presented, so it is an
attribute. Another way to think about that distinction is that an element is a con-
tainer, like a bottle. The type is a characteristic of the container (tall or short,
wide or narrow). Thettitle is a characteristic of the contents (water, milk, or teq).
These are not hard-and-fast rules, of course, but they can help when you design
your own XML structures.

Adding HTML-Style Text

Because XML lets you define any tags you want, it makes sense to define a set of
tagsthat look like HTML. In fact, the XHTML standard does exactly that. You'll
see more about that toward the end of the SAX tutorial. For now, type the follow-
ing highlighted text to define a slide with a couple of list item entries that use an
HTML-style <em> tag for emphasis (usually rendered as italicized text):

<!-- TITLE SLIDE -->
<slide type="all">

<title>Wake up to WonderWidgets!</title>
</slide>

<!-- OVERVIEW -->
<slide type="all">
<title>Overview</title>
<item>Why <em>WonderWidgets</em> are great</item>
<item>Who <em>buys</em> WonderWidgets</item>
</slide>

</s1ideshow>
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Note that defining a title element conflicts with the XHTML element that uses
the same name. Later in this tutorial, we discuss the mechanism that produces
the conflict (the DTD), along with possible solutions.

Adding an Empty Element

One mgjor difference between HTML and XML is that all XML must be well
formed, which means that every tag must have an ending tag or be an empty tag.
By now, you're getting pretty comfortable with ending tags. Add the following
highlighted text to define an empty list item element with no contents:

<!-- OVERVIEW -->
<slide type="all">
<title>0Overview</title>
<item>Why <em>WonderWidgets</em> are great</item>
<item/>
<item>Who <em>buys</em> WonderWidgets</item>
</sTide>

</s1lideshow>

Note that any element can be an empty element. All it takes is ending the tag
with /> instead of >. You could do the same thing by entering <item></1tem>,
which is equivalent.

Note: Another factor that makes an XML file well formed is proper nesting. So
<b><i>some_text</i></b> is well formed, because the <i>...</i> seguence is
completely nested within the <b>. . </b> tag. This sequence, on the other hand, is
not well formed: <b><i>some_text</b></i>.
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The Finished Product

Here is the completed version of the XML file:
<?xml version='1.0"' encoding="utf-8'?>
<!-- A SAMPLE set of slides -->

<s1lideshow
titTle="Sample STide Show"
date="Date of publication”
author="Yours Truly"
>

<!-- TITLE SLIDE -->
<slide type="all">

<title>Wake up to WonderWidgets!</title>
</sTlide>

<!-- OVERVIEW -->
<slide type="all">
<title>Overview</title>
<item>Why <em>WonderWidgets</em> are great</item>
<item/>
<item>Who <em>buys</em> WonderWidgets</item>
</slide
</s1ideshow>

Save a copy of thisfile as s1ideSamp1e01.xm1 so that you can use it as the ini-
tial data structure when experimenting with XML programming operations.

Writing Processing Instructions

It sometimes makes sense to code application-specific processing instructionsin
the XML data. In this exercise, you'll add a processing instruction to your
s1lideSample.xm1 file

Note: Thefileyou'll createin this section is s1ideSamp1e02.xm1. (The browsable
versionis s1ideSample@2-xm1.htm1.)

As you saw in Processing Instructions (page 37), the format for a processing
instruction is <?target data?>, where target is the application that is
expected to do the processing, and data is the instruction or information for it to
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process. Add the following highlighted text to add a processing instruction for a
mythical dlide presentation program that will query the user to find out which
slidesto display (technical, executive-level, or all):

<sTideshow
>

<!-- PROCESSING INSTRUCTION -->
<?my.presentation.Program QUERY="exec, tech, all1"?>

<!-- TITLE SLIDE -->

Notes:

« The data portion of the processing instruction can contain spaces or it can
even be null. But there cannot be any space between the initial <? and the
target identifier.

* The data begins after the first space.

* It makes sense to fully qualify the target with the complete web-unique
package prefix, to preclude any conflict with other programs that might
process the same data.

 For readability, it seems like a good idea to include a colon (:) after the
name of the application:

<?my.presentation.Program: QUERY="..."7>

The colon makes the target name into a kind of “label” that identifies the
intended recipient of the instruction. However, even though the W3C spec
allows a colon in a target name, some versions of Internet Explorer 5 (IE5)
consider it an error. For thistutorial, then, we avoid using a colon in the tar-
get name.

Save a copy of this file as s1ideSample02.xm1 so that you can use it when
experimenting with processing instructions.

Introducing an Error

The parser can generate three kinds of errors: afatal error, an error, and awarn-
ing. In this exercise, you' |l make a simple modification to the XML file to intro-
duce afatal error. Later, you'll see how it’s handled in the Echo application.
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Note: The XML structureyou’ll createin thisexerciseisin sTideSampleBadl.xm1.
(The browsable version is s1ideSampleBadl-xm1.htm1.)

One easy way to introduce a fatal error is to remove the final / from the empty
item element to create a tag that does not have a corresponding end tag. That
constitutes afatal error, because all XML documents must, by definition, be well
formed. Do the following:

1. Copy slideSample@2.xm1 to s1ideSampleBadl.xml.
2. Edit s1ideSampleBadl.xm1 and remove the character shown here:

<!-- OVERVIEW -->
<slide type="all">
<title>Overview</title>
<item>Why <em>WonderWidgets</em> are great</item>
<item/t>
<item>Who <em>buys</em> WonderWidgets</item>
</slide>

This change produces the following:

<item>Why <em>WonderWidgets</em> are great</item>
<item>
<item>Who <em>buys</em> WonderWidgets</item>

Now you have afile that you can use to generate an error in any parser, any time.
(XML parsers are required to generate afatal error for thisfile, because the lack
of an end tag for the <item> element means that the XML structure is no longer
well formed.)

Substituting and Inserting Text

In this section, you'll learn about

» Handling special characters (<, &, and so on)
» Handling text with XML-style syntax
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Handling Special Characters

In XML, an entity isan XML structure (or plain text) that has a name. Referenc-
ing the entity by name causes it to be inserted into the document in place of the
entity reference. To create an entity reference, the entity name is surrounded by
an ampersand and a semicolon, like this:

&entityName;

Later, when you learn how to write a DTD, you'll see that you can define your
own entities so that &yourEntityName; expands to all the text you defined for
that entity. For now, though, we'll focus on the predefined entities and character
references that don’t require any special definitions.

Predefined Entities

An entity reference such as &amp; contains a name (in this case, amp) between
the start and end delimiters. Thetext it refersto (&) is substituted for the name, as
with amacro in a programming language. Table 2—1 shows the predefined enti-
tiesfor specia characters.

Table2-1 Predefined Entities

Character Name Reference
& ampersand &amp;
< lessthan &1t;
> greater than &gt;
quote &quot;
! apostrophe &apos;

Character References

A character reference such as &#147; contains a hash mark (#) followed by a
number. The number is the Unicode value for a single character, such as 65 for
the letter A, 147 for the left curly quote, or 148 for the right curly quote. In this
case, the “name” of the entity is the hash mark followed by the digits that iden-
tify the character.
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Note: XML expects values to be specified in decimal. However, the Unicode charts
at http://www.unicode.org/charts/ specify values in hexadecimal! So you'l
need to do a conversion to get the right value to insert into your XML data set.

Using an Entity Reference in an XML
Document

Suppose you want to insert aline like thisin your XML document:
Market Size < predicted

The problem with putting that line into an XML file directly is that when the
parser sees the left angle bracket (<), it starts looking for atag name, throws off
the parse. To get around that problem, you put &1t; in thefileinstead of <.

Note: The results of the next modifications are contained in s1ideSamp1e®3.xm1.

Add the following highlighted text to your s1ideSample.xm1 file, and save a
copy of it for future use as s1ideSample@3.xm1:

<!-- OVERVIEW -->
<slide type="all">
<title>Overview</title>

</slide>

<s1lide type="exec'">
<title>Financial Forecast</title>
<item>Market Size &l1t; predicted</item>
<item>Anticipated Penetration</item>
<item>Expected Revenues</item>
<item>Profit Margin</item>

</slide>

</s1ideshow>
When you use an XML parser to echo this data, you will see the desired output:

Market Size < predicted
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You see an angle bracket (<) where you coded &1t ;, because the XML parser
converts the reference into the entity it represents and passes that entity to the
application.

Handling Text with XML-Style Syntax

When you are handling large blocks of XML or HTML that include many spe-
cia characters, it is inconvenient to replace each of them with the appropriate
entity reference. For those situations, you can use a CDATA section.

Note: The results of the next modifications are contained in s1ideSample@4.xm1.

A CDATA section works like <pre>...</pre> in HTML, only more so: al
whitespace in a CDATA section is significant, and characters in it are not inter-
preted as XML. A CDATA section starts with <! [CDATA[ and endswith 17>.

Add the following highlighted text to your s1ideSample.xm1 file to define a
CDATA section for a fictitious technical dlide, and save a copy of the file as
sTideSamp1e04.xml:

<slide type="tech">
<title>How it Works</title>
<item>First we fozzle the frobmorten</item>
<item>Then we framboze the staten</item>
<item>Finally, we frenzle the fuznaten</item>
<item><![CDATA[Diagram:

frobmorten <---—-—————————- fuznaten
| <3> A
| <1> | <1> = fozzle
\" | <2> = framboze

staten---——-——— - + <3> = frenzle

<2>
11></item>
</slide>

</sTideshow>
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When you echo this file with an XML parser, you see the following outpuit:

Diagram:
frobmorten <----—-————————- fuznaten
| <3> A
| <1> | <1> = fozzle
Vv | <2> = framboze
staten--————————-— o~ + <3> = frenzle

The point here is that the text in the CDATA section arrives as it was written.
Because the parser doesn'’t treat the angle brackets as XML, they don’t generate
the fatal errors they would otherwise cause. (If the angle brackets weren’t in a
CDATA section, the document would not be well formed.)

Creating a Document Type Definition

After the XML declaration, the document prolog can include aDTD, which lets
you specify the kinds of tags that can be included in your XML document. In
addition to telling a validating parser which tags are valid and in what arrange-
ments, a DTD tells both validating and nonvalidating parsers where text is
expected, which lets the parser determine whether the whitespace it seesis sig-
nificant or ignorable.

Basic DTD Definitions

To begin learning about DTD definitions, let’s start by telling the parser where
text is expected and where any text (other than whitespace) would be an error.
(Whitespace in such locations isignorable.)

Note: The DTD defined in this section is contained in s1ideshowla.dtd. (The
browsable version is s1ideshowla-dtd.html.)

Start by creating a file named s1ideshow. dtd. Enter an XML declaration and a
comment to identify thefile:

<?xml version='1.0' encoding="utf-8'?>

<!--
DTD for a simple "slide show"
-—>
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Next, add the following highlighted text to specify that a s1ideshow element
contains s11ide elements and nothing el se:

<!-- DTD for a simple "slide show" -->
<!ELEMENT slideshow (slide+)>

Asyou can see, the DTD tag starts with <! followed by the tag name (ELEMENT).
After the tag name comes the name of the element that is being defined (s11ide-
show) and, in parentheses, one or more items that indicate the valid contents for
that element. In this case, the notation says that a s1ideshow consists of one or
more s11ide elements.

Without the plus sign, the definition would be saying that a s1ideshow consists
of asingle s1ide element. The qualifiers you can add to an element definition
arelisted in Table 2-2.

Table2-2 DTD Element Qualifiers

Qualifier Name Meaning

? Question mark Optional (zero or one)
* Asterisk Zero or more

+ Plussign One or more

You can include multiple elements inside the parentheses in a comma-separated
list and use a qualifier on each element to indicate how many instances of that
element can occur. The comma-separated list tells which elements are valid and
the order they can occur in.

You can also nest parentheses to group multiple items. For an example, after
defining an image element (discussed shortly), you can specify ((image,
title)+) to declare that every image element in a slide must be paired with a
title element. Here, the plus sign applies to the image/title pair to indicate
that one or more pairs of the specified items can occur.
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Defining Text and Nested Elements

Now that you have told the parser something about where not to expect text, let’s
see how to tell it where text can occur. Add the following highlighted text to
definethe s1ide, title, item, and 1ist elements:

<!ELEMENT sTideshow (slide+)>
<!ELEMENT slide (title, item*)>
<!ELEMENT title (#PCDATA)>
<!ELEMENT -item (#PCDATA | item)* >

Thefirst line you added says that a dide consists of atitle followed by zero or
more item elements. Nothing new there. The next line says that a title consists
entirely of parsed character data (PCDATA). That's known as “text” in most parts
of the country, but in XML-speak it's called “ parsed character data.” (That distin-
guishes it from CDATA sections, which contain character data that is not parsed.)
The # that precedes PCDATA indicates that what follows is a special word rather
t